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Abstract. We study the recently introduced notion of a simulation-sound trapdoor commitment (SSTC) scheme. In this paper, we present a new, simpler definition for an SSTC scheme that admits more efficient constructions and can be used in a larger set of applications. Specifically, we show how to construct SSTC schemes from any one-way functions, and how to construct very efficient SSTC schemes based on specific number-theoretic assumptions. We also show how to construct simulation-sound, non-malleable, and universally-composable zero-knowledge protocols using SSTC schemes, yielding, for instance, the most efficient universally-composable zero-knowledge protocols known. Finally, we explore the relation between SSTC schemes and non-malleable commitment schemes by presenting a sequence of implication and separation results, which in particular imply that SSTC schemes are non-malleable.

1 Introduction

The notion of a commitment is one of the most important and useful notions in cryptography. Intuitively, a commitment is the digital equivalent of a “locked combination safe.” A party Alice would commit to a value by placing it into the safe, closing the safe, and spinning the lock, so that the value may later be revealed by Alice divulging the combination of the safe. Obviously, the value cannot be viewed by any other party prior to this opening (this is known as the “secrecy” or “hiding” property), and cannot be altered (this is known as the “binding” property). Commitments have been useful in a wide range of applications, from zero-knowledge protocols (e.g., [4, 12, 26]) to electronic commerce (e.g., remote electronic bidding), and have been studied extensively (e.g., [3, 32, 33]). In many cases, however, one needs commitment schemes with additional properties besides hiding and binding, such as those described below.

A trapdoor commitment (TC) scheme is a commitment scheme with an additional “equivocability” property. Roughly speaking, for such a commitment scheme there is some trapdoor information whose knowledge would allow one to open a commitment in more than one way (and thus “equivocate”). Naturally, without the trapdoor, equivocation would remain computationally infeasible [4, 20, 2].

A non-malleable commitment (NMC) scheme is a commitment scheme with the property that (informally) not only is the value \( v \) placed inside a commitment
secret, but seeing this commitment does not give another party any advantage in generating a new commitment that, once \( v \) is revealed, can then be opened to a value related to \( v \) \([18,16,23,17,14]\).\(^3\)

Finally, a *universally composable commitment (UCC) scheme* is a commitment scheme with a very strong property that intuitively means that the security of a commitment is guaranteed even when commitment protocols are concurrently composed with arbitrary protocols \([5,6,15]\). To achieve universal composability, a commitment scheme seems to require equivocability, non-malleability, and furthermore, *extractability*. Roughly speaking, an extractable commitment scheme has a modified secrecy definition, which states that there is a *secret key* whose knowledge would allow one to extract the value placed in a commitment. Naturally, without this knowledge, the value would remain hidden. We note that the notion of a UCC scheme appears to be strictly stronger than the other notions of commitment schemes. In particular, Damgård and Groth \([14]\) show that a UCC scheme implies secure key exchange, while both TC schemes and NMC schemes can be constructed from one-way functions.

1.1 Simulation-Sound Trapdoor Commitments

In this paper, we focus our attention on another extension of commitment schemes, namely simulation-sound trapdoor commitment (SSTC) schemes. An SSTC scheme is a TC scheme with a strengthened binding property, called simulation-sound binding. Roughly speaking, in an SSTC scheme, an adversary cannot equivocate on a commitment with a certain tag, even after seeing the equivocation of an unbounded number of commitments with different tags (i.e., the adversary may request an equivocation oracle to generate an unbounded number of commitments with different tags, and then to open them to arbitrary values). Here, a tag for a commitment is simply a binary string associated with the commitment. We will discuss tags in more detail below.

The term “simulation soundness” was first used to describe a property of zero-knowledge proofs by Sahai \([37]\), and intuitively meant that even though an adversary could see simulated proofs of incorrect statements, it could not itself produce a new proof of any incorrect statement. Garay *et al.* \([24]\) first applied this term to trapdoor commitments. They gave a slightly stronger, although more complicated, simulation-sound binding property and an efficient construction based on DSA signatures \([29]\). Their definition was specifically tailored to the goal of developing a universally-composable zero-knowledge (UCZK) proof that was secure in the presence of adversaries that could adaptively corrupt parties.\(^4\)

---

\(^3\) The original definition of \([18]\) states (informally) that another party does not even have any advantage in creating a new commitment to a value related to \( v \), regardless of the ability to open the new commitment. However, we will use the definition based on opening.

\(^4\) They use the term *identifier* in place of the term *tag*, and intuitively, in their definition \([24]\), a commitment made by the adversary using identifier \( id \) is binding, even if the adversary has seen any commitment using identifier \( id \) opened (using an oracle
1.2 Summary of Results

**Simpler Definition** We provide a simpler definition of SSTC schemes than the one by Garay et. al. [24]. Though the binding property in our definition is weaker, it is still sufficient in many applications (e.g., to construct UCZK protocols that are secure in the presence of adversaries that can adaptively corrupt parties).

We also discuss various design issues in the definition, and most notably, the choice between definitions based on the tag of the commitment and on the body of the commitment. Informally, a tag-based definition requires that an adversary cannot equivocate a commitment \( \text{com} \) with a certain tag so long as it does not see the equivocation of any commitment with the same tag. On the other hand, a body-based definition requires that the adversary cannot equivocate a commitment \( \text{com} \) so long as the commitment \( \text{com} \) itself has not been equivocated. (Note that we use the term “body” to refer to the bit-string that is the commitment.)

In our paper, we choose to focus on tag-based schemes since they admit simpler constructions and seem to be the most appropriate for our applications. For example, in constructing secure zero-knowledge protocols in the UC framework, where the communication is normally assumed to be authenticated, it is natural to use a tag-based scheme, setting the tag to be the pair of the identities of the prover and the verifier.

**Efficient Constructions** We present various constructions of SSTC schemes. The first construction is a generic one based on the (minimal) assumption that one-way functions exist. Our construction is similar to that of a UCC commitment scheme in Canetti et. al. [7]. However, because SSTC schemes do not require the extractability property, we are able to simplify the construction, and have it rely on a weaker assumption. The second construction is based on the DSA assumption, and is very efficient, involving only a small constant number of modular exponentiations. It is similar to the construction from Garay et. al. [24], but is about twice as efficient. The third assumption is based on Cramer-Shoup signatures [11], and relies on the strong RSA assumption [1]. It is also very efficient, again requiring only a small constant number of modular exponentiations.

We remark here that our most efficient SSTC schemes are more efficient than all known UCC schemes. For instance, the UCC constructions of [6, 7] are for bit commitments, and thus have an expansion factor of at least the security parameter. The UCC construction of [15] has constant expansion factor, but requires a CRS of length proportional to the number of parties times the security parameter. Recently and independent from this work, Damgård and Groth [14] presented a UCC scheme with a constant expansion factor with a CRS whose length is independent of the number of parties. However, their scheme is still quite complicated, since it requires interaction, and uses two different types of commitments, one a non-malleable commitment scheme, and the other a special “mixed commitment scheme.”

---

*that knows a trapdoor* once to any arbitrary value, and moreover, any commitment using identifier \( id' \neq id \) opened (again using the oracle) an unbounded number of times to any arbitrary values.
Applications We show constructions of unbounded simulation-sound, unbounded non-malleable, and universally composable zero-knowledge (ZK) protocols using SSTC schemes in the common reference string (CRS) model. In particular, we show how to (1) convert a $\Sigma$-protocol [10] (which is a special three-round, honest-verifier protocol where the verifier only sends random bits) into an unbounded simulation-sound ZK protocol; and (2) convert an $\Omega$-protocol [24] (which is a $\Sigma$-protocol with a straight-line extractor) into an unbounded non-malleable ZK protocol, and further into a universally-composable ZK protocol. The constructions are conceptually very simple. In fact, they all share the same structure, and all use a technique from Damgård [13] and Jarecki and Lysyanskaya [28]. The same technique was also used in Garay et. al. [24] in constructing a universally-composable ZK protocol that is secure against adaptive corruptions.

Our constructions are very efficient, and in particular our construction of a universally-composable ZK protocol is more efficient than previous constructions, at least when starting with a $\Sigma$-protocol. Compared to UCZK protocols based on universally-composable commitment schemes [6, 7, 14, 15], our efficiency gain comes mainly from the fact that we avoid the Cook-Levin theorem [8, 30], but also from the fact that some of our SSTC schemes are more efficient than any UCC schemes, as discussed above. Compared to the UCZK protocol in Garay et. al. [24], our savings are twofold: the simpler SSTC construction (with a weaker definition) cuts the overhead of the SSTC commitments by half, and the direct use of the identities as tags eliminates the need for one-time signatures on the protocol transcripts.

In recent and independent work, Gennaro [25] presented an SSZK protocol that is similar to our construction in Section 4. It uses a new type of commitment scheme called multi-trapdoor commitments, and an efficient implementation of this scheme based on the strong RSA assumption and a special hash property. A multi-trapdoor commitment scheme is similar to an SSTC scheme, except that it requires the existence of a different trapdoor (i.e., secret key) corresponding to each tag, and its security property corresponding to simulation-sound binding requires tags to be pre-chosen by the adversary.

Relation to Non-malleable Commitments We discuss the relation between SSTC schemes and NMC schemes [18, 16, 17, 14]. At first glance, binding and non-malleability (or analogously, equivocation and malleability) seem like very different notions: while the former concerns the adversary’s ability to open a com-

---

5 In previous constructions, they build a UCZK protocol $II^L$ for an NP-complete language $L$ (e.g. Hamiltonian Cycle or Satisfiability), and then the UCZK protocols for any NP language is reduced to $II^L$ via the Cook-Levin theorem, which is not very efficient.

6 It is also concurrent non-malleable ZK, if rewinding is allowed in witness extraction.

7 We have recently defined a static SSTC scheme as a commitment scheme with only the second requirement, and note that it is also sufficient in our SSZK and NMZK constructions.

8 Technically, when we refer to an NMC scheme, we will always mean an $\epsilon$-non-malleable commitment scheme, following the notation proposed in [17].
mitment to multiple values, the latter concerns the adversary’s ability to produce and open a commitment to a single value related to a previously committed value. However, they are actually closely related, and we shall show that simulation-sound binding implies non-malleability (when both are appropriately defined). In fact, a similar observation was used implicitly in [16,17,14] to construct NMC schemes. In particular, these NMC schemes are all based on trapdoor commitment schemes that satisfy a weak notion of simulation-sound binding. (Note that these results all use body-based definitions instead of tag-based definitions.) However, the exact relationship between the notions of simulation-sound binding and non-malleability was not known, e.g., if simulation-sound binding is strictly stronger than non-malleability, or if they are equivalent.

We study the exact relationship between these two notions in this paper. To do this, we need to resolve some technical issues. First, just as SSTC schemes can be tag-based or body-based, NMC schemes can also be tag-based or body-based, where a tag-based NMC scheme is informally defined as one in which seeing a commitment (to some value v) with a certain tag does not give an adversary any advantage in generating a new commitment with a different tag that can later be opened to a value related to v. Since we focus on tag-based SSTC schemes, we will focus on their relation to tag-based NMC schemes.\(^9\) Analogous results could be obtained for the relationship between body-based SSTC schemes and body-based NMC schemes.) Second, an SSTC scheme is a TC scheme, so to make a useful comparison, we consider non-malleable trapdoor commitment (NMTC) schemes. Third, since an adversary for an SSTC scheme is allowed to query an equivocation oracle, we will also consider NMTC schemes in which an adversary is allowed to query an equivocation oracle.

Finally, we refine our definitions of SSTC schemes and NMTC schemes by specifying the number of equivocation oracle queries an adversary is allowed to make. An equivocation oracle, on a commit query, produces a commitment \(\com\) and on a decommit query, opens \(\com\) to an arbitrary value. We say a TC scheme is \(\text{SSTC}(\ell)\), if it remains secure if the adversary is allowed to make at most \(\ell\) commit queries to the oracle (with no restriction on the number of decommit queries). We define \(\text{NMTC}(\ell)\) schemes similarly. We use \(\text{SSTC}(\infty)\) and \(\text{NMTC}(\infty)\) to denote the schemes where the adversary can make an unlimited number of commit queries. With the refined definitions (except for those related to the definition in [14], discussed below), we shall then prove that, for any constant \(\ell\), \(\text{SSTC}(\ell + 1)\) is strictly stronger than \(\text{NMTC}(\ell)\) and \(\text{NMTC}(\ell)\) is strictly stronger than \(\text{SSTC}(\ell)\). (In particular, note that even an \(\text{SSTC}(1)\) scheme is strictly stronger than an \(\text{NMC}\) scheme, since an \(\text{NMTC}(0)\) scheme is at least as strong as an \(\text{NMC}\) scheme.) Furthermore, \(\text{SSTC}(\infty)\) is equivalent to \(\text{NMTC}(\infty)\). See Figure 1. This makes it clear that the two notions, simulation-sound binding and non-malleability, are very closely related.

---

\(^9\) Tag-based NMC schemes are also related to UCC schemes. In particular, it can be shown that a UCC scheme is also a tag-based NM commitment scheme in which the tag is the identity of the committing party.
\[
\begin{array}{cccccccc}
\text{STC}(0) & \text{STC}(1) & \cdots & \text{STC}(\ell - 1) & \text{STC}(\ell) & \cdots & \text{STC}(\infty) \\
\uparrow & \uparrow & \cdots & \uparrow & \uparrow & \cdots & \uparrow \\
\text{NMTC}(0) & \text{NMTC}(1) & \cdots & \text{NMTC}(\ell - 1) & \text{NMTC}(\ell) & \cdots & \text{NMTC}(\infty)
\end{array}
\]

Fig. 1. The relation between STC and NMTC schemes, with one-sided arrows denoting strict implication and two-sided arrows denoting equivalence.

The definition of non-malleable commitments in Damgård and Groth [14] (which they call \textit{reusable} non-malleable commitments) does not quite fit into the equivalence and separation results above. Their definition states that seeing one \textit{or more} commitments does not give another party any advantage in generating one \textit{or more} commitments that can later be opened to values related to the values in the original commitments. However, it can be shown that \textit{STC}(\infty) implies a reusable NMC scheme. As mentioned above, one can characterize their construction of a reusable NMC scheme as constructing a trapdoor commitment schemes that satisfies a slightly weaker notion of simulation-sound binding, and showing that this implies a reusable NMC scheme.

Due to space limitations, some proofs to our theorems are omitted, and can be found in the full version [31].

2 Preliminaries and Definitions

We will use signature schemes that are existentially unforgeable against adaptive chosen-message attacks [27]. However, some of these may only be used for a single signature, and for these, more efficient \textit{one-time} signature scheme constructions may be used [19].

A commitment scheme is a two-phase protocol\textsuperscript{10} between a sender and a receiver, both probabilistic polynomial-time Turing machines, that runs as follows. In the commitment phase, the sender commits to a value \(v\) by computing a pair \((\text{com}, \text{dec})\) and sending \text{com} to the receiver, and in the decommitment phase, the sender reveals \((v, \text{dec})\) to the receiver, who checks whether the pair is valid.

Informally, a commitment scheme satisfies the hiding property, meaning that for any \(v_1 \neq v_2\) of the same length, a commitment to \(v_1\) is indistinguishable from a commitment to \(v_2\), and the binding property, meaning that once the receiver receives \text{com}, the sender cannot open \text{com} to two different values, except with negligible probability.

We will always assume that commitments are labeled with a tag. While this is not a factor in the security of basic commitment schemes, it will be useful in defining certain enhanced commitment schemes, as will be obvious below. We also assume that there is a commitment generator function that generates a set of parameters for the commitment scheme. In other papers this is often referred

\textsuperscript{10}We define a standard non-interactive commitment scheme. We do not consider relaxations to interactive commitment schemes.
to as a trusted third party or as the common reference string generation, and it is especially important when we define trapdoor commitment schemes below. (We include it in the basic definition to more conveniently define trapdoor commitment schemes.)

Formally, we define a commitment scheme as follows.

**Definition 1. [Commitment Scheme]** \( CS = (\text{Cgen}, \text{Ccom}, \text{Cver}) \) is a commitment scheme if \( \text{Cgen}, \text{Ccom}, \text{and Cver} \) are probabilistic polynomial-time algorithms such that

- **Completeness** For all \( v \) and tag,
  \[
  \Pr[\text{pk} \leftarrow \text{Cgen}(1^k); (\text{com}, \text{dec}) \leftarrow \text{Ccom}(\text{pk}, v, \text{tag}) : \\
  \text{Cver}(\text{pk}, \text{com} v, \text{tag}, \text{dec}) = 1] = 1.
  \]

- **Binding** There is a negligible function \( \alpha(k) \) such that for all non-uniform probabilistic polynomial-time adversaries \( A \),
  \[
  \Pr[\text{pk} \leftarrow \text{Cgen}(1^k); (\text{com}, \text{tag}, v_1, v_2, \text{dec}_1, \text{dec}_2) \leftarrow A(\text{pk}) : \\
  (\text{Cver}(\text{pk}, \text{com}, v_1, \text{tag}, \text{dec}_1) = \text{Cver}(\text{pk}, \text{com}, v_2, \text{tag}, \text{dec}_2) = 1) \\
  \land (v_1 \neq v_2)] \leq \epsilon \alpha(k).
  \]

- **Hiding** For all \( \text{pk} \) generated with non-zero probability by \( \text{Cgen}(1^k) \), for all \( v_1, v_2 \) of equal length, and for all tag, the following probability distributions are computationally indistinguishable:
  \[
  \{ (\text{com}_1, \text{dec}_1) \leftarrow \text{Ccom}(\text{pk}, v_1, \text{tag}) : \text{com}_1 \} \text{ and } \\
  \{ (\text{com}_2, \text{dec}_2) \leftarrow \text{Ccom}(\text{pk}, v_2, \text{tag}) : \text{com}_2 \}.
  \]

Next, we define trapdoor commitment schemes. (We borrow some notation from Reyzin [35].) Informally a trapdoor commitment scheme has the property that there exists a trapdoor that would allow one to generate a “fake” commitment along with information that would later allow to decommit to any subsequently given value \( v \), and that this commitment/decommitment pair is indistinguishable from an actual commitment to \( v \) and a subsequent decommitment.

**Definition 2. [Trapdoor Commitment Scheme]**

\( TC = (\text{Tgen}, \text{Tcom}, \text{Tver}, \text{TFakeCom}, \text{TFakeDecom}) \) is a trapdoor commitment scheme if \( \text{Tgen}(1^k) \) outputs a public/secret key pair \( (\text{pk}, \text{sk}) \), \( \text{Tgen}_{\text{pk}} \) is a function that restricts the output of \( \text{Tgen} \) to the public key, \( (\text{Tgen}_{\text{pk}}, \text{Tcom}, \text{Tver}) \) is a commitment scheme and \( \text{TFakeCom} \) and \( \text{TFakeDecom} \) are probabilistic polynomial-time algorithms such that

---

11 We do not use the term “common reference string” in our definition, since these parameters may be generated in a number of ways, and in particular, they may be generated by the receiver. In protocols where this value actually comes from a common reference string, we will make this clear.
- Trapdoor Property For all identifiers tag and values v, the following probability distributions are computationally indistinguishable:

\[
\{(pk, sk) \leftarrow \text{TCgen}(1^k); (\text{com}, \xi) \leftarrow \text{TCfakeCom}(pk, sk, tag); \text{dec} \leftarrow \text{TCfakeDecom}(\xi, v) : (pk, tag, v, \text{com}, \text{dec})\}
\]

and

\[
\{(pk, sk) \leftarrow \text{TCgen}(1^k); (\text{com}, \text{dec}) \leftarrow \text{TCom}(pk, v, tag): (pk, tag, v, \text{com}, \text{dec})\}.
\]

3 Simulation-Sound Trapdoor Commitments

In [24], simulation-sound trapdoor commitment (SSTC) schemes were introduced, in order to construct a universally-composable zero-knowledge (UCZK) protocol secure against adaptive corruptions. Intuitively, they defined an SSTC scheme as a trapdoor commitment scheme with a simulation-sound binding property that guarantees that a commitment made by the adversary using tag is binding, even if the adversary has seen any commitment using tag opened (using a simulator that knows a trapdoor) once to any arbitrary value, and moreover, any commitment using tag' \(\neq\) tag opened (again using the simulator) an unbounded number of times to any arbitrary values.

Here we introduce a new definition for an SSTC scheme where the simulation-sound binding property only guarantees that a commitment made by the adversary using tag is binding, if the adversary has never seen the simulator open a commitment using tag (i.e., not even once, as is allowed in the previous definition).\(^{12}\) Obviously this is a weaker property. However, we will show that it also suffices for the desired application in [24], namely, for constructing UCZK protocols secure against adaptive adversaries.

**Definition 3. [SSTC Scheme]**

TC = (TCgen, TCom, TCver, TCfakeCom, TCfakeDecom) is an SSTC scheme if TC is a trapdoor commitment scheme such that

- Simulation-Sound Binding There is a negligible function \(\alpha(k)\) such that for all non-uniform probability polynomial-time adversaries \(\mathcal{A}\),

\[
\Pr[(pk, sk) \leftarrow \text{TCgen}(1^k); (\text{com}, tag, v_1, v_2, \text{dec}_1, \text{dec}_2) \leftarrow \mathcal{A}_{\text{op}, sk}(pk) : \\
\text{TCver}(pk, \text{com}, v_1, tag, \text{dec}_1) = \text{TCver}(pk, \text{com}, v_2, \text{tag}, \text{dec}_2) = 1) \\
\land (v_1 \neq v_2) \land \text{tag} \not\in Q]
\]

\[\leq_{\alpha(k)},\]

where \(\mathcal{A}_{op, sk}\) operates as follows, with \(Q\) initially set to \(\emptyset\):

\(^{12}\) Note that in addition to the simulation-sound binding property being modified, our definition of the underlying trapdoor commitment scheme is slightly different than the one given in [24].
- On input \((\text{commit}, \tag)\):
  \[\text{compute } (\tilde{\text{com}}, \xi) \leftarrow \text{TCom}(pk, sk, \tag), \text{ store } (\tilde{\text{com}}, \tag, \xi), \text{ and add tag to } Q. \text{ Return } \tilde{\text{com}}\].

- On input \((\text{decommit}, \tilde{\text{com}}, v)\):
  \[\text{if for some } \tag \text{ and some } \xi, \text{ a tuple } (\tilde{\text{com}}, \tag, \xi) \text{ is stored, compute } \text{dec} \leftarrow \text{TDecom}(\xi, v). \text{ Return } \text{dec}.\]

For the remainder of the paper, SSTS will refer to this new definition, and SSTS(GMY) will refer to the old definition of \cite{24}.

Now we construct SSTS schemes based on specific cryptographic assumptions, and sketch the proofs showing that they achieve simulation-sound binding.

**SSTS scheme based on any one-way function** Here we present an efficient SSTS scheme TCom based on a signature scheme, which in turn may be based on any one-way function \cite{36}. TCom is the aHC scheme from Canetti et al. \cite{7} with the following changes:

1. The underlying commitment scheme based on one-way permutations is replaced by the commitment scheme of Naor \cite{32} based on pseudorandom generators (which can be built from any one-way function).

2. An extra parameter \(\tag\) is included, and the one-way function \(f\) and corresponding NP language \(\{y \mid \exists x \text{ s.t. } y = f(x)\}\) used in the underlying non-interactive Feige-Shamir trapdoor commitment \cite{21} is replaced by the signature verification relation \(\{(\text{sign}, \tag, \sigma) \mid \text{sign} = \text{verify}(\text{sign}, \tag, \sigma)\}\).

We omit the detailed description and proof of the the simulation-soundness of the scheme in this extended abstract.

**SSTS scheme based on DSA** Here we present an efficient SSTS scheme TCom based on DSA. It is a simplified version of the DSA-based SSTS(GMY) scheme from \cite{24}. TGen\((1^k)\) generates a DSA public/private key pair \((pk, sk)\), where \(pk = (g, p, q, y)\) and \(sk = (g, p, q, x)\). For a message \(m \in \mathbb{Z}_q\), TCom\((g, p, q, y, m, \tag)\) first computes \(\alpha \overset{\$}{\leftarrow} \mathbb{Z}_q, g' \overset{\$}{\leftarrow} g^\alpha \text{ mod } p\) and \(h = g^{H(\tag)} g^\beta \text{ mod } p\). (Note that if \(e\) is the discrete log of \(h\) over \(g\), then \((g', h)\) is a DSA signature for \(\tag\).) Then it generates a Pedersen commitment \cite{34} to \(m\) over bases \((g', h), \text{i.e., it generates } \beta \overset{\$}{\leftarrow} \mathbb{Z}_q\) and computes the commitment/decryption pair \((g', c, \beta)\), where \(c = (g')^\beta \text{ mod } p\). TCom\((g, p, q, y, m, \tag, \beta)\) verifies that \(c \equiv (g')^\beta h^m\), where \(h = g^{H(\tag)} g^\beta \text{ mod } p\). TCom\((g, p, q, y, m, \tag, \beta)\) computes a DSA signature \((g', s)\) on \(\tag\) using the secret key \((g, p, q, x)\), computes the values \(g' \leftarrow (g^{H(\tag)} g^\beta)^{s^{-1}} \text{ mod } p\) and \(h = (g')^s \text{ mod } p\), generates \(\beta' \overset{\$}{\leftarrow} \mathbb{Z}_q\) and sets \(c = h^{\beta'} \text{ mod } p\). It outputs commitment \((g', c)\) and auxiliary information \((q, \beta', s)\). Then TDecom\((\tilde{\text{com}}, \beta', s, m)\) outputs \(m, (\beta' - m)s \text{ mod } q\), which is a decdration to \(m\).

To show the simulation-sound binding property, we show that if an adversary can break this property, we can break DSA as follows. (We assume that DSA is existentially unforgeable against an adaptive chosen-message attack.) Take a DSA key \(vk_0\) and its corresponding DSA signature oracle (from the definition of
existential unforgeability against an adaptive chosen-message attack). It is easy
to see that the equivocation oracle, and in particular the commit queries to that
oracle, may be implemented using the DSA signature oracle on the requested
tag’s.

Now say the adversary gives a double opening with tag, for which no com-
mitment was requested, and thus no call to the DSA signature oracle was
made. In particular, say it gives openings \((m, \beta)\) and \((m', \beta')\) of \((g', c)\). Then
\((g' \mod q, (\beta' - \beta)/(m - m') \mod q)\) is a signature on tag, breaking DSA.

**SSTC scheme based on Cramer-Shoup signatures** Here we present an efficient
SSTC scheme TC based on Cramer-Shoup signatures [11] and as secure as
strong RSA. (We note that the more efficient version of the Cramer-Shoup sig-
nature scheme in Fischlin [22] could be used here as well to obtain an even
more efficient SSTC scheme.) TCGen(\(1^k\)) generates a public/private key pair
\((pk, sk)\) for Cramer-Shoup signatures, where \(pk = (N, h, x, e', H)\) and \(sk =
(p, q)\). For a message \(m \in \{0, 1\}^k\), TCom\(((N, h, x, e', H), m, tag)\) first computes
\((y', x', e)\) as in the Cramer-Shoup signature protocol for tag, and sets
\(x'' \leftarrow xh^{H(x')} \mod N\). (Note that if \(y\) is \(\text{eth}\) root of \(x''\) modulo \(N\), then \((e, y, y')\)
is a Cramer-Shoup signature for tag.) Then it uses the unconditionally-hiding
commitment scheme from [9] based on \(e\)-one-way homomorphisms (specifically,
based on the RSA encryption function with public key \((e, N)\), i.e., \(f(a) : a^e \mod
N\) over base \(x''\) to commit to \(m\). That is, it chooses \(\beta \leftarrow \mathbb{Z}_N^*\) and computes
the commitment/decommitment pair \(((y', e, c), \beta)\), where \(c \leftarrow (x'')^m \beta^e \mod N\).
TVer\(((N, h, x, e', H), (y', e, c), m, tag, \beta)\) verifies that \(e\) is an odd \(k + 1\)-bit in-
teger different from \(e'\), and auxiliary information \((N, \beta', y)\). Finally, the function
TFakeCom\(((N, \beta', y), m)\) outputs \((m, \beta' y^{-m} \mod N)\), which is a decommit-
tment to \(m\).

To show the simulation-sound binding property, we show that if an adversary
can break this property, we can break the Strong RSA assumption. The proof
depends on the proof of security (i.e., existential unforgeability against adap-
tive chosen-message attack) of the Cramer-Shoup signature scheme from [11],
which for brevity we call the CSSig proof. As in the CSSig proof, we div-
ide adversaries into Types I, II, and III. For each type, we respond to commit
queries to the equivocation oracle using signatures as computed in the responses
to the corresponding signature queries in the CSSig proof. Finally, instead of the
adversary producing a forged signature, the adversary gives a double opening of
a commitment with some tag for which no commit query was made (and thus
for which no corresponding signature query was necessary). In particular, say
the adversary gives openings \((m, \beta)\) and \((m', \beta')\) of \((y', e, c)\) with \(m > m'\). Then
\((x'')^m - m' \equiv (\beta' - \beta)^e \mod N\). In the case of Type I and Type II adversaries, i.e.,
when \( e \) is produced in response to a commit query, \( e \) is prime and \( e > m - m' \). Therefore the value \( y \) such that \( y^e \equiv x \mod N \) may be computed (e.g., using the Extended Euclidean Algorithm) and \( \langle e, y, y' \rangle \) is a signature on \( \text{tag} \). Then as in the corresponding cases in the CSSig proof, this can be shown to break the standard RSA assumption. In the case of a Type III adversary, \( e \) is not necessarily prime, so we may not necessarily obtain a signature on \( \text{tag} \). However, the CSSig proof simply uses the fact that \( x^{m'} \equiv (\beta^k \beta^{-1})^e \mod N \) to show that Strong RSA can be broken, and the equation \( (x^{m'})^{m - m'} \equiv (\beta^k \beta^{-1})^e \mod N \) that we obtain can be used in a similar way to show that Strong RSA can be broken. We omit the details.

4 Application to ZK proofs

We show how an SSTC scheme can be used to construct unbounded simulation-sound ZK protocols, unbounded non-malleable ZK protocols, and universally composable ZK protocols. Our constructions are conceptually simpler than those given by Garay et al. [24].

All our results will be in the common reference string (CRS) model, which assumes that there is a string uniformly generated from some distribution and is available to all parties at the start of a protocol. Note that this is a generalization of the public random string model, where a uniform distribution over fixed-length bit strings is assumed.

4.1 Unbounded Simulation Sound and Non-malleable ZK

Intuitively, a ZK protocol is unbounded simulation sound if an adversary cannot convince the veriﬁer of a false statement with non-negligible probability, even after interacting with an arbitrary number of (simulated) provers. We refer the readers to [24] for a formal deﬁnition.

Our construction starts with a class of three-round, public-coin, honest-veriﬁer zero-knowledge protocols, also known as \( \Sigma \)-protocols [10].

Consider a binary relation \( R(x, w) \) that is computable in polynomial time. A \( \Sigma \)-protocol \( \Pi \) for the relation \( R \) proves membership of \( x \) in the language \( L_R = \{ x \mid \exists w, s.t. \ R(x, w) = 1 \} \). For a given \( x \), let \( \langle a, c, z \rangle \) denote the conversation between the prover and the veriﬁer. To compute the ﬁrst and the ﬁnal messages, the prover invokes efﬁcient algorithms \( a_H(x, w, r) \) and \( z_H(x, w, r, c) \), respectively, where \( w \) is the witness, \( r \) is the random bits, and \( c \) is the challenge from the veriﬁer (as the second message). Using an efﬁcient predicate \( \phi(x, a, c, z) \), the veriﬁer decides whether the conversation is accepting with respect to \( x \). The relation \( R \), and the algorithms \( a(\cdot), z(\cdot) \) and \( \phi(\cdot) \), are public.

We assume the protocol \( \Pi \) has a simulator \( S_H \) that, taking the challenge as input, generates an accepting conversation. More precisely, \( \langle a, c, z \rangle \leftarrow S_H(c) \), where that the distribution of \( \langle a, c, z \rangle \) is computationally indistinguishable from the real conversation.
The protocol $\text{USS}^R_{[pk]}(x)$ is shown in Figure 2, and uses an SSTC scheme TC. Say $\Pi$ is a $\Sigma$-protocol for relation $R$. The prover generates a pair $(\text{sig}_{\text{vk}}, \text{sig}_{\text{sk}})$ for a strong one-time signature scheme and sends $\text{sig}_{\text{vk}}$ to the verifier. Then the prover generates the first message $a$ of $\Pi$ and sends its commitment $\text{com}$ to the verifier, using the signature verification key $\text{sig}_{\text{vk}}$ as the commitment tag. After receiving the challenge $c$, the prover generates and sends the third message $z$ of $\Pi$, opens the commitment $\text{com}$, signs the entire transcript using the signing key $\text{sig}_{\text{sk}}$, and sends the signature on the transcript to the verifier. (To be specific, the transcript consists of all values sent or received by the prover in the protocol, except the final signature.)

![Fig. 2. USS^R_{[pk]}(x): An unbounded simulation-sound ZK protocol for relationship R with common input x and common reference string pk, where pk is drawn from the distribution TCgen(1^k). The prover also knows the witness w such that R(x, w) = 1.](image)

**Theorem 1.** The protocol $\text{USS}^R_{[pk]}(x)$ is a USSZK argument.

Intuitively, a ZK protocol is unbounded non-malleable if an efficient witness extractor successfully extracts a witness from any adversary that causes the verifier to accept, even when the adversary is also allowed to interact with any number of (simulated) provers. Again, we refer the readers to [24] for a formal definition.

Our construction of the NMZK protocol is very similar to that of the USSZK protocol presented above, where the only difference is that the $\Sigma$-protocol is replaced by an $\Omega$-protocol. Recall that an $\Omega$-protocol [24] is like a $\Sigma$-protocol with the additional property that it admits a polynomial-time, straight-line extractor (an $\Omega$-protocol works in the CRS model).

The protocol $\text{NM}^R_{[pk, \sigma]}(x)$ is very similar to the protocol in Figure 2, but note that here we assume that $\Pi$ is an $\Omega$-protocol with $\sigma$ being the CRS.

**Theorem 2.** The protocol $\text{NM}^R_{[pk, \sigma]}(x)$ is an NMZK argument of knowledge for the relation $R$. 
4.2 Universally Composable ZK

The universal composability paradigm was proposed by Canetti [5] for defining the security and composition of protocols. To define security one first specifies an ideal functionality using a trusted party that describes the desired behavior of the protocol. Then one proves that a particular protocol operating in a real-life model securely realizes this ideal functionality, as defined below. Here we briefly summarize the framework.

A (real-life) protocol π is defined as a set of n interactive Turing Machines P1, . . . , Pn, designating the n parties in the protocol. It operates in the presence of an environment Z and an adversary A, both of which are also modeled as interactive Turing Machines. The environment Z provides inputs and receives outputs from honest parties, and may communicate with A. A controls (and may view) all communication between the parties. (Note that this models asynchronous communication on open point-to-point channels.) We will assume that messages are authenticated, and thus A may not insert or modify messages between honest parties.13 A also may corrupt parties, in which case it obtains the internal state of the party. (In the non-erasing model, the internal state would encompass the complete internal history of the party.)

The ideal process with respect to a functionality F, is defined for n parties P1, . . . , Pn, an environment Z, and an (ideal-process) adversary S. However, P1, . . . , Pn are now dummy parties that simply forward (over secure channels) inputs received from Z to F, and forward (again over secure channels) outputs received from F to Z. Thus the ideal process is a trivially secure protocol with the input-output behavior of F.

The zero-knowledge functionality. The (multi-session) ZK functionality as defined by Canetti [5] is given in Figure 3. In the functionality, parameterized by a relation R, the prover sends to the functionality the input x together with a witness w. If R(x, w) holds, then the functionality forwards x to the verifier. As pointed out in [5], this is actually a proof of knowledge in that the verifier is assured that the prover actually knows w.

$$\mathcal{F}_Z^{R}$$ proceeds as follows, running parties P1, . . . , Pn, and an adversary S:
- Upon receiving (zk-prover, sid, ssid, P1, Pj, x, w) from Pj: If R(x, w) then send (ZK-PROOF, sid, ssid, P1, Pj, x) to Pj and S. Otherwise, ignore.

Fig. 3. The (multi-session) zero-knowledge functionality (for relation R)

Garay et al. [24] proved that any “augmentable” NMZK protocol can be easily converted to a UCZK protocol in the FCRS-hybrid model, assuming static

---

13 This feature could be added to an unauthenticated model using a message authentication functionality as described in [5].
corruptions. Intuitively, an NMZK protocol is augmentable if the first message sent by the prover contains the common input $x$ and a special field $aux$ in which the prover can fill with an arbitrary string without compromising security. (In the conversion to UCZK in [24], the auxiliary string contains the $sid$, the $ssid$, and the identities of the prover and verifier.)

It can be readily verified that the protocol $\text{NMZK}_{pk,\sigma}^R(x)$ can be easily made augmentable by adding $x$ and $aux$ in the first message. We denote the slightly modified protocol where the aux field is set to $(sid, ssid, P_1, P_2)$ by $\text{ANMZK}_{pk,\sigma}^R(x)$. Then it follows that $\text{ANMZK}_{pk,\sigma}^R(x)$ is a UCZK protocol for relation $R$, assuming static corruptions.

However, one can simplify this protocol by removing the one-time signature scheme, only including the identities of the prover and verifier in the auxiliary string, and using this auxiliary string as the tag of the commitment scheme. This simplified scheme, $\text{MYZK}_{pk,\sigma}^R(x)$, is shown in Figure 4. (Note that since we are assuming authenticated communication in the UC framework, the identities $P_1$ and $P_2$ will be known to both parties, and thus do not need to be explicitly sent in our protocol.) Furthermore, this protocol can be easily modified into one that remains secure against adaptive corruption in the erasing model. In fact, all that is needed is to have the prover erase the randomness used in the $\Omega$-protocol before sending the final message.

**Theorem 3.** The protocol $\text{MYZK}_{pk,\sigma}^R(x)$ is a UCZK protocol for relation $R$, assuming static corruptions. By erasing the randomness $(r)$ used in the $\Omega$-protocol before the final message, it is a UCZK protocol for relation $R$, assuming adaptive corruption (in the erasing model).

5 Comparison to Non-Malleable Commitments

We explore the exact relation between SSTC schemes and NMC schemes.

Our definition for non-malleable (NM) commitments is based on the definition in [17], which, technically speaking, defines the notion of $\epsilon$-non-malleability,
instead of strict non-malleability. For the clarity of presentation, we shall use
the term “non-malleability” to mean $\epsilon$-non-malleability, and will note any places
where our results have application to strict non-malleability.

Informally, similar to the definition in [17], we say a commitment scheme is
non-malleable if when an adversary sees a commitment com$_1$, generates its own
commitment com$_2$, and sees com$_1$ opened, it cannot then open com$_2$ to a value
related to com$_1$ with any greater probability than a simulator that never saw
com$_1$ in the first place.\footnote{Slightly more formally, we say that it is $\epsilon$-non-malleable if for all $\epsilon$ it cannot do this
with probability non-negligibly greater than $\epsilon$.} Note that this is also called non-malleability with respect
to opening [16] and differs from the original definition of [18] that was discussed
in the introduction, and which is also called non-malleability with respect to
commitment. Our definition differs from the definition in [17] as follows.

- We only define NM \textit{trapdoor} commitment (NMTC) schemes, since that is
  what will be of most interest in comparisons to SSTC schemes. Non-trapdoor
  versions of these definitions are straightforward.

- We use tag-based definitions instead of body-based definitions. Again this is
  what will be of most interest in comparisons to SSTC schemes. Body-based
definitions are straightforward. In fact, most of our results relating SSTC
schemes and NMTC schemes also hold when these schemes are defined using
body-based definitions. We will discuss this later.

Due to space limitations, we omit the formal definition of an NMTC scheme.
It may be obtained in a straightforward manner from the formal definition in [17]
and the changes described above.

As mentioned in the introduction, the recent work of Damgård and Groth [14]
generalizes and strengthens the definition of non-malleable commitments to be
reusable, i.e.,

\begin{itemize}
\item to have the property that seeing one or more commitments does not give another party any advantage in generating one or more commitments
  that can later be opened to values related to the values in the original
  commitments. Their definition also stipulates that the distribution of committed
  messages is dependent on the public key. However, we will continue to use the
  simpler definition, since it exemplifies the relation between SSTC schemes and
  NMTC schemes. Later we will discuss how to obtain similar relations to reusable
  NMTC schemes.
\end{itemize}

Note that we can generalize the definition of NMTC to NMTC($\ell$) schemes,
which are NMTC schemes in which the adversary is allowed to query an oracle
$\mathcal{O}_{pk,sk}$ as defined in the SSTC definition, but with at most $\ell$ commit queries al-
lowed, and with the restriction that the commitment produced by the adversary
has a tag that is not used in any of the commit queries. Note that an NMTC
scheme is an NMTC(0) scheme. We use $\ell = \infty$ to denote an oracle which accepts
an unbounded number of commit queries.

We similarly generalize the definition of SSTC schemes and consider SSTC($\ell$)
schemes. Then an SSTC(0) scheme is just a TC scheme, and an SSTC($\infty$) scheme
is what we have called an SSTC scheme.
As mentioned above, we have defined NMTC schemes as tag-based, as opposed to body-based, as usually seen in literature [18,16,23,17,14]. However, this is not a significant distinction since there exists fairly generic reductions from one to the other. Our next theorem shows such a reduction from body-based NMTC schemes to tag-based ones.

Here, we assume the commitment scheme allows commitments to strings of arbitrary length. A similar theorem could be shown for commitment schemes which allow only fixed length commitments, say of length equal to the security parameter.

**Theorem 4.** Let TC be a body-based NMTC scheme. Let TC' be TC, but with the tag added to the message being committed. That is, TCgen(1^k), TCcom(pk, v, tag) returns the result of TCgen(1^k), TCcom(pk, (v, tag), tag), and TCver(pk, com, (v, tag), tag, dec) returns the result of TCver(pk, com, (v, tag), tag, dec). Then TC' is a tag-based NMTC scheme.

Considering the problem of converting tag-based SSTC or NMTC schemes to body-based SSTC or NMTC schemes, it seems that a simple construction like the one in Theorem 4 does not suffice. Instead, one could construct a body-based scheme by generating a verification/signing key pair for a strong one-time signature scheme, using the verification key as the tag in the tag-based commitment, signing the tag-based commitment using the signing key, and giving the pair (the tag-based commitment and the associated signature) as the full commitment. As this is a fairly standard technique, used in, e.g. [24], we omit the analysis here.

### 5.1 Relations between SSTC and NMTC

First we show that for all ℓ ≥ 0, an SSTC(ℓ + 1) scheme is also an NMTC(ℓ) scheme, and an NMTC(ℓ) scheme is also an SSTC(ℓ + 1) scheme.

**Theorem 5.** Let TC be an SSTC(ℓ + 1) scheme. Then TC is an NMTC(ℓ) scheme.

**Theorem 6.** Let TC be an NMTC(ℓ) scheme. Then TC is an SSTC(ℓ) scheme.

To relate our results to reusable non-malleable commitment schemes as defined in [14], we need to consider adversaries that input a vector of commitments (and later decommitments), and output a vector of commitments (and later decommitments). To be specific, let (t, u)-NMTC(ℓ) denote a reusable NMTC commitment scheme with an input vector of size t and an output vector of size u. Then using a proof similar to above, but with some additional ideas from [14], we can prove the following theorem.\(^{15}\)

---

\(^{15}\) As in [14], we change the definition of a valid relation (over vectors of messages) to one in which all messages including ⊥ are allowed, but where the probability of the relation being true cannot be increased by changing a message in the second (adversarially-chosen) vector to ⊥.
Theorem 7. Let TC be an SSTA($\ell + t$) scheme. Then TC is a $(t, u)$-NMTC($\ell$) scheme.

Finally, we show the following separation results.

Theorem 8. Assuming the hardness of the discrete logarithm problem, there exists an SSTA($\ell$) scheme that is not NMTC($\ell$), for every $\ell \geq 0$.

Theorem 9. If there exists an NMTC($\ell$) scheme, then there exists an NMTC($\ell$) scheme that is not SSTA($\ell + 1$).
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