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- ... and a new method to compute the score at $b_{1}$ for SubTERRANEAN
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## FPGA benchmarking: NIST lightweight round 2 candidates



Figure 35: Energy-per-bit for Authenticated Encryption and Decryption of 1536-Byte messages at 75 MHz
[Mohajerani et al. 2021]

## FPGA benchmarking: NIST lightweight round 2 candidates



Figure 36: Throughput-over-Area for Authenticated Encryption and Decryption of 1536Byte messages at 75 MHz
[Mohajerani et al. 2021]
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$$
\begin{array}{ll}
\chi: s_{i} \leftarrow s_{i}+\left(s_{i+1}+1\right) s_{i+2} . & \iota: s_{i} \leftarrow s_{i}+\delta_{i}, \\
& \theta: s_{i} \leftarrow s_{i}+s_{i+3}+s_{i+8}, \\
& \pi: s_{i} \leftarrow s_{12 i} .
\end{array}
$$
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Goal: scanning 8-round trail cores in SubTERRANEAN

- 2-round trail cores up to 28
- 3-round trail cores up to 40
- 4-round trail cores up to $57 \rightarrow$ no trail core
- The best 4-round trail core we found has weight 58
- In the worst case, two 4-rounds with weight 58 can be compatible and form an 8-round trail core
- $w\left(Q_{8}\right)=w\left(Q_{4}\right)+w\left(Q_{4}^{\prime}\right) \geq 58+58=116$

| \# rounds: | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| lower bound (this work): | 2 | 8 | 25 | 58 | $\geq 62$ | $\geq 78$ | $\geq 80$ | $\geq 116$ |
| lower bound [DMMR20]: | 2 | 8 | 25 | $[49,58]$ | $\geq 54$ | $\geq 65$ | $\geq 70$ | $\geq 98$ |

Lower bound on the weight of differential trail cores
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Thanks for your attention!

