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Adaptor Sigantures
Adaptor Signature Interfaces

### Signature Scheme

- Signature Scheme: $(pk, sk) \leftarrow \text{KGen}(\lambda)$
- Sign: $\sigma \leftarrow \text{Sign}(sk, m)$
- Vrfy: $b \leftarrow \text{Vrfy}(pk, m, \sigma)$

### Hard Relation

- Hard Relation: $(Y, y) \leftarrow \text{GenR}(\lambda)$
- pSign: $\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)$
- pVrfy: $b \leftarrow \text{pVrfy}(pk, m, \tilde{\sigma}, Y)$
- Adapt: $\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)$
- Extract: $y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)$
## Adaptor Signature Interfaces

<table>
<thead>
<tr>
<th>Signature Scheme</th>
<th>$$(pk, sk) \leftarrow \text{KGen}(\lambda)$$</th>
<th>$$\sigma \leftarrow \text{Sign}(sk, m)$$</th>
<th>$$b \leftarrow \text{Vrfy}(pk, m, \sigma)$$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hard Relation</td>
<td>$$(Y, y) \leftarrow \text{GenR}(\lambda)$$</td>
<td>$$\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)$$</td>
<td>$$b \leftarrow \text{pVrfy}(pk, m, \tilde{\sigma}, Y)$$</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$$\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)$$</td>
<td>$$y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)$$</td>
</tr>
</tbody>
</table>
Adaptor Signature Interfaces

<table>
<thead>
<tr>
<th>Signature Scheme</th>
<th>((pk, sk) \leftarrow \text{KGen}(\lambda))</th>
<th>(\sigma \leftarrow \text{Sign}(sk, m))</th>
<th>(b \leftarrow \text{Vrfy}(pk, m, \sigma))</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hard Relation</td>
<td>((Y, y) \leftarrow \text{GenR}(\lambda))</td>
<td>(\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y))</td>
<td>(b \leftarrow \text{pVrfy}(pk, m, \tilde{\sigma}, Y))</td>
</tr>
<tr>
<td></td>
<td>(\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y))</td>
<td>(y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y))</td>
<td></td>
</tr>
</tbody>
</table>
Adaptor Signature Interfaces

<table>
<thead>
<tr>
<th>Signature Scheme</th>
<th>(pk, sk) ← KGen(λ)</th>
<th>σ ← Sign(sk, m)</th>
<th>b ← Vrfy(pk, m, σ)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hard Relation</td>
<td>(Y, y) ← GenR(λ)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>~σ ← pSign(sk, m, Y)</td>
<td>b ← pVrfy(pk, m, ~σ, Y)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>σ ← Adapt(pk, ~σ, y)</td>
<td></td>
<td>y ← Extract(~σ, σ, Y)</td>
</tr>
</tbody>
</table>
Adaptor Signature Interfaces

<table>
<thead>
<tr>
<th>Signature Scheme</th>
<th>((pk, sk) \leftarrow \text{KGen}(\lambda))</th>
<th>(\sigma \leftarrow \text{Sign}(sk, m))</th>
<th>(b \leftarrow \text{Vrfy}(pk, m, \sigma))</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hard Relation</td>
<td>((Y, y) \leftarrow \text{GenR}(\lambda))</td>
<td>(\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y))</td>
<td>(b \leftarrow \text{pVrfy}(pk, m, \tilde{\sigma}, Y))</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y))</td>
<td>(y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y))</td>
</tr>
</tbody>
</table>
### Adaptor Signature Interfaces

<table>
<thead>
<tr>
<th>Signature Scheme</th>
<th>( (pk, sk) \leftarrow \text{KGen}(\lambda) )</th>
<th>( \sigma \leftarrow \text{Sign}(sk, m) )</th>
<th>( b \leftarrow \text{Vrfy}(pk, m, \sigma) )</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hard Relation</td>
<td>( (Y, y) \leftarrow \text{GenR}(\lambda) )</td>
<td>( \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) )</td>
<td>( b \leftarrow \text{pVrfy}(pk, m, \tilde{\sigma}, Y) )</td>
</tr>
<tr>
<td></td>
<td>( \sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) )</td>
<td>( y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) )</td>
<td></td>
</tr>
</tbody>
</table>
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\( \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) \)

\( y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) \)

Bob
(wants to learn a signature)

\( (Y, y) \leftarrow \text{GenR}(\lambda) \)

\( \sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) \)
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\( \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) \)

\( y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) \)

Bob
(wants to learn a signature)

\( (Y, y) \leftarrow \text{GenR}(\lambda) \)

\( \sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) \)
Alice
(wants to learn a witness)

\(\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)\)

\(y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)\)

Bob
(wants to learn a signature)

\((Y, m)\)

\((Y, y) \leftarrow \text{GenR}(\lambda)\)

\(\tilde{\sigma} \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)\)

\(\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)\)
Alice
(wants to learn a witness)

\( \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) \)

\( y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) \)

Bob
(wants to learn a signature)

\( (Y, m) \leftarrow \text{GenR}(\lambda) \)

\( (Y, y) \leftarrow \text{GenR}(\lambda) \)

\( \sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) \)

Fair Exchange using Adaptor Signatures
Fair Exchange using Adaptor Signatures

**Alice**
(wants to learn a witness)

\[
\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)
\]

\[
y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)
\]

**Bob**
(wants to learn a signature)

\[
(Y, y) \leftarrow \text{GenR}(\lambda)
\]

\[
\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)
\]
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\(\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)\)

\(y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)\)

Bob
(wants to learn a signature)

\((Y, m)\)

\((Y, y) \leftarrow \text{GenR}(\lambda)\)

\(\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)\)
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\[\tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y)\]

\[y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y)\]

Bob
(wants to learn a signature)

\[(Y, m) \leftarrow \text{GenR}(\lambda)\]

\[(Y, y) \leftarrow \text{GenR}(\lambda)\]

\[\sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y)\]
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\[ \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) \]

\[ y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) \]

Bob
(wants to learn a signature)

\[ (Y, m) \]

\[ (Y, y) \leftarrow \text{GenR}(\lambda) \]

\[ \tilde{\sigma} \]

\[ \sigma \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) \]

5 | Foundations of Adaptor Signatures | Paul Gerhart
Fair Exchange using Adaptor Signatures

Alice
(wants to learn a witness)

\( \tilde{\sigma} \leftarrow \text{pSign}(sk, m, Y) \)

\( y \leftarrow \text{Extract}(\tilde{\sigma}, \sigma, Y) \)

Bob
(wants to learn a signature)

\( (Y, m) \leftarrow \text{GenR}(\lambda) \)

\( (Y, y) \leftarrow \text{GenR}(\lambda) \)

\( \tilde{\sigma} \leftarrow \text{Adapt}(pk, \tilde{\sigma}, y) \)

(\( \tilde{\sigma}, \sigma, Y \))
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Dichotomic Signatures: Pre-Signing

\[\text{pSign}(sk, m, Y)\]

1: \( r \leftarrow \mathbb{Z}_p; R \leftarrow g^r \)
2: \( h \leftarrow H(pk, R \cdot Y, m) \)
3: \textbf{return} \((R \cdot Y, sk \cdot h + r)\)

- The signature consists of two parts \(\sigma = (\sigma_1, \sigma_2)\)
- The signature uses a homomorphic one-way function
  \(R = \text{OWF}(r); Y = \text{OWF}(y); r, y \in \mathbb{Z}_p\)
- One part can be computed using
  \(\sigma_1 = \Sigma_1(sk, m; \text{OWF}(r) \cdot \text{OWF}(y))\)
- The other part can be computed using
  \(\sigma_2 = \Sigma_2(sk, m; r)\)
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Dichotomic Signatures: Adapt/Extract

Adapt(pk, \tilde{\sigma}, y)

1: parse \tilde{\sigma} as (\tilde{\sigma}_1, \tilde{\sigma}_2)
2: return (\tilde{\sigma}_1, \tilde{\sigma}_2 + y)

- The second part of the signature is homomorphic in the randomness

Extract(Y, \tilde{\sigma}, \sigma)

1: parse \tilde{\sigma} as (\tilde{\sigma}_1, \tilde{\sigma}_2)
2: parse \sigma as (\sigma_1, \sigma_2)
3: return \sigma_2 - \tilde{\sigma}_2

\[ \Sigma_2(sk, m; r) + y = \Sigma_2(sk, m; r + y) \]
Dichotomic Signatures: A Definition

A signature scheme w.r.t. a homomorphic one-way function $\text{OWF}$ is dichotomic; if

- It is decomposable

\[ \sigma = (\sigma_1, \sigma_2) = (\Sigma_1(\text{sk}, m; \text{OWF}(r)), \Sigma_2(\text{sk}, m; r)) \]

- It is homomorphic in the randomness

\[ \Sigma_2(\text{sk}, m; r) + y = \Sigma_2(\text{sk}, m; r + y) \]
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We cannot use the random oracle.

Converting a signature into a pre-signature seems impossible.

We cannot reduce to the strong unforgeability directly.
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- **SimSign**: Simulates signatures using \(\text{simSK}\)
- **Break**: Solve problem instance using valid forgery

\(\mathcal{R}\)
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Simulating Pre Signatures

So far, we can:
- Simulate keys
- Provide a signature oracle
- Break the problem instance using a forgery

So far, we cannot:
- Provide a pre-signature oracle
Simulatable Transparent Reductions

\[ (m^*, \sigma^*) \]

\[ \begin{array}{ccc}
\text{SimKG} & \xrightarrow{\text{inst}} & \text{SimSign} \\
\downarrow & & \downarrow \\
\text{Break} & \xrightarrow{\text{sol}} & \mathcal{A}
\end{array} \]

\[ \mathcal{R} \]
A secure adaptor signature scheme requires the following three checks:

• The signature scheme is **dichotomic**

• There is a **transparent reduction** from the strong unforgeability to an underlying hard problem

• We can simulate a pre-signature oracle (**simulatability**)
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