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Do implementations of proof systems 
match their theoretical security?
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Practical Impacts

Weak Fiat-Shamir Attacks

(and how to prevent it?)

Why is Weak F-S so widespread?
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Thank You! Questions?

Read our paper 
(ePrint 2023/691)

IEEE S&P Distinguished 
Paper Award!


